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Abstract: Now a day’s Query Optimization is a key technology for every application from operational systems to data warehouse and from analytical 
systems to content management systems. Query Optimization is of great importance for the performance of a relational database, especially for the 
execution of complex SQL statements. The performance of database systems is critically dependent upon the efficiency of Optimization techniques 
and Query Execution Operators. Thus we present a detailed study of the various Optimization techniques and Query execution Operators that helps to 
enhance the query performance. A survey of the available work into this field is also given. This detailed study helps to choose an Optimization 
strategy that best suits your query environment. This study facilitates the enhancement of query performance by determining the best optimization 
strategy and helping us to build a query optimizer model. In this paper we focus on the various Optimization techniques, Components of query 
optimizer and the Query execution operators that are used for the enhancement of query performance. 
 
Keywords: Query Optimization, Query Optimizer, Query Optimization Techniques, Query Execution Operators and Optimization Strategy 

I. INTRODAUCTION  

Now days we have to deal with a increasing amount of 
facts, figures and data. Therefore it is necessary to store this 
information in an adequate way. Thus the significance of 
database system is increasing day by day. To meet the current 
trend we need an efficient Query Optimizer that would help us 
to determine the best Optimization Strategy. The development 
of query optimization technology plays a vital role in the 
success of commercial database systems. In general Query 
Optimization [1] refers to the process of producing an optimal 
execution plan for a given query where optimality is with 
respect to a cost function to be minimized. The cost of 
optimizing a query is mainly incurred by the investigation of 
the solution space for alternative execution plans. As an 
optimizer faces different query types with different 
requirements, it should be easy to adapt the search strategy to 
the problem, which implies some form of extensibility. A 
desirable Optimizer [2] is one where the search space includes 
plans that have low cost, the costing technique is accurate and 
the enumeration algorithm is efficient. The Search Space [3] 
for optimization depends on the set of algebraic 
transformations that preserve equivalence and the set of 
physical operators supported in an optimizer. These 
transformations do not necessarily reduce cost and therefore 
they must be applied in a cost based manner to ensure a 
positive benefit. The optimizer may use several representation 
of a query during the life cycle of optimizing a query. The 
initial representation is often the parse tree of the query and 
the final representation is an operator tree.  

In this paper we will discuss some of the ways in which 
queries can be optimized. Here we mainly focus on the actual 
objective of the Optimizer that is to find a Strategy close to 
the optimal. In section 2 we discuss about the Search Space,  

 
Search Strategy and Processing Tree which describes the 

Query Optimization problem and the associated cost model. In 
section 3 we discuss about the various Optimization 
Techniques that are used for query Optimization. In section 4 
we discuss about the various Query Execution Operators that 
enhances the query performance. Finally in section 5 we 
conclude by suggesting a Query Optimizer model which is 
best suited to enhance the performance of the query.  

II. GENERAL PRINCIPLES OF QUERY 
OPTIMIZATION 

Query Optimization [4,16] can be formally defined as a 
process of transforming a query into an equivalent form which 
can be evaluated more efficiently. The goal of Query 
Optimization is to find an Execution Strategy for the query 
that is close to the optimal. An Execution Strategy for a 
distributed query can be described with relational algebra 
operations and communication primitives. The Query 
Optimizer [5] that follows this approach consists of three main 
components: - a Search Space, a Search Strategy and a Cost 
model. The Search Space is the set of alternative execution to 
represent the input query. In other words the Search Space or 
Solution Space is the set of all Query Evaluation Plan’s that 
compute the same result. A point in the solution space is one 
particular plan i.e., solution for the problem. A solution is 
described by the Query tree for executing the join expression.  

Every point of the search space has a cost associated with 
it, a cost function maps query trees to their respective cost. 
The Query tree itself is a binary tree that consists of base 
relations as its leaves and joins operations as its inner nodes. 
Edges denote the flow of the data that takes place from the 
leaves of the tree to the root. The specification of the 
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optimization search space is influenced by the input query and 
the nature of investigated Query tree. 

The Search Strategy [6] explores the search space and 
selects the best plan. It defines which plans are examined and 
in which order. The cost model predicts the cost of a given 
execution plan which may consist of the following 
components:- 
a. Secondary Storage Cost: - This is the cost of searching 

data on the secondary storage.   
b. Memory Storage Cost: -This is the cost pertaining to the 

number of memory buffers needed during Query 
execution. 

c. Computation Cost: - This is the cost of performing 
memory operations on the data buffers during Query 
Optimization. 

d. Communication Cost: - This is the cost of shipping the 
query and its results from the database site to the site 
where the query originated. 

Finally Cost functions provide the basis for comparing 
different Query Evaluation Plans and for choosing the best 
plan for execution. Cost functions reflect various aspects of 
the execution environment such as distribution, CPU 
consumption, sizes of tables, I/O costs etc.  The cost of 
optimizing a query is mainly incurred by the investigation of 
the solution space for alternative execution plans. As the 
solution space gets larger for complex queries, the search 
strategy that investigates alternative solution is critical for the 
Optimization cost.      

Traditional Query Optimization [7,17] uses an 
Enumerative Search Strategy which considers most of the 
points in the solution space. Enumerative strategies can lead 
to the best possible solution, but face a combinatorial 
explosion for complex queries. In order to investigate larger 
spaces Randomized Search Strategies have been proposed. 
Randomized Search Strategy concentrate on searching a local 
optimal solution around some particular points. They consist 
of two steps: - First, one or several start solutions are obtained 
by Depth first search. Second, the start solutions are improved 
until local optimal solutions are obtained. In this phase 
neighboring solutions are randomly obtained by applying 
transformations. A local optimal solution is the one which is 
the best among all the neighboring solutions. Randomized 
strategies involve the definition of several parameters (the 
number of transformations to apply and the criterion for 
considering a solution to be a local optima one, etc). 

The other approach is the Genetic Strategies [8] that start 
with a population of solutions from which new generations 
are built by successively applying Crossovers to individuals of 
the original population. The basic actions in Genetic 
Strategies are Crossover and Mutation. A Crossover consists 
in selecting two parents from a population of complete 
processing trees and generating two off springs according to 
some principle. The individuals to be crossed are chosen at 
random, but the choice is biased by their fitness. The fitness is 
related to the function to be optimized. Thus new generation 
are expected to contain better individuals than the previous 
ones, because they are built from the features of the selected 
parents. A Mutation applies to a unique individual and has the 
same nature of transformations in Randomized Strategies. The 

incremental nature of processing tree nodes is also important 
for efficiently implementing Crossover actions. 

Most Search Strategies [9] fall into two main classes: 
Exhaustive Strategies and Heuristic Strategies. Exhaustive 
Strategies generate all plans possible by the creation 
procedure. Most commonly known are Depth first search 
strategy and Breadth first search strategy. The Heuristic is the 
most commonly known domain independent that limits the 
creation of Query Evaluation plan in each level to one choice. 
There are three major aspects common to all Search 
Strategies. First, any Search Strategy needs to determine when 
the search should terminate. Second, the Search Strategy has 
to decide where to continue the search when several choices 
are given. Finally, the Search Strategy might discard certain 
choices thus not considering them for further exploration. 

III. AN OVERVIEW OF QUERY OPTIMIZATION 
TECHNIQUES 

Query Optimization [10, 11, 18] is defined as the activity 
of choosing an efficient strategy for processing a query. The 
main aims of Query Optimization are to choose a 
transformation that minimizes resource usages, reduce total 
execution time of query and also reduce response time of the 
query. There are three important components of query 
optimization that are Access method, Join criteria and 
Transmission cost.  
a. Access Method:  In most database system tables can be 

accessed in one of two ways: by completely scanning the 
entire table or by using an index. The best access method 
to use, always depend upon the circumstances. 

b. Join Criteria: If more than one table is accessed the 
manner in which they are to be joined together must be 
determined. 

c. Transmission Cost:  If data from multiple sites must be 
joined to satisfy a single query then the cost of 
transmitting the results from intermediate steps needs to 
be factored into the equation. 

Query Optimization [12, 13] is the process of selecting the 
most efficient Query Evaluation plan for a query. There are 
two main techniques for Query Optimization. The first 
approach is to use a Rule based or Heuristic based method for 
ordering the operations in a Query Execution Strategy. The 
rules usually state general characteristics for data access. The 
second approach systematically estimates the cost of different 
Execution Strategies and chooses the least cost solution. This 
approach uses simple statistics about the data structure size 
and organization as arguments to a cost estimating equation. 
In practices most commercial database systems use a 
combination of both techniques.  Hence Optimization is the 
process of choosing the most efficient way to execute a SQL 
statement.  

The various Optimization techniques [14, 15, 19] used to 
obtain efficient execution plan are as follows: Heuristic 
Optimization, Syntactical Optimization, Cost based 
Optimization and Semantic Optimization. Heuristic 
Optimization: - It is a rule based method of producing an 
efficient query execution plan. Because the query output of 
the standardization process is represented as a canonical query 
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tree, each node of the tree maps directly to a relational 
algebraic expression. The function of heuristic query 
optimizer is to apply relational algebraic rules of equivalence 
to this expression tree and transform it into a more efficient 
representation. Using relational algebraic equivalence rules 
ensure that no necessary information is lost during the 
transformation of the tree.  

The major steps [20, 21] involved in Heuristic 
optimization are: 
Step 1: Break conjunctive selects into cascading selects. 
Step 2: Move selects down the query tree to reduce the 
number of returned tuples. 
Step 3: Move projects down the query tree to eliminate the 
return of unnecessary attributes. 
Step 4: Combine any Cartesian product operation followed by 
a select operation into a single join operation.                        

When these steps have been accomplished the efficiency 
of a query can be further improved by rearranging the 
remaining select and join operations so that they are 
accomplished with the least amount of system overhead. 
a. Syntactical Optimization:- It relies on the users 

understanding of both the underlying database schema 
and the distribution of the data stored within the tables. 
All tables are joined in the original order specified by the 
user query. The Optimizer attempts to improve the 
efficiency of these joins by identifying indexes that are 
useful for data retrieval. This type of Optimization can 
be extremely efficient when accessing data in a relatively 
static environment. Using Syntactical Optimization 
indexes can be created and tuned to improve the 
efficiency of a fixed set of queries. Problems occur with 
Syntactical Optimization whenever the underlying data is 
fairly dynamic. 

b. Cost based Optimization:- To perform Cost based 
Optimization an Optimizer needs specific information 
about the stored data. This information is extremely 
system dependent and can include information such as 
file size, file structure types, available primary and 
secondary indexes and attributes selectivity. The goal of 
any Optimization process is to retrieve the required 
information as efficiently as possible. The realistic goal 
of a Cost based Optimizer is not to produce the optimal 
execution plan for retrieving the required data, but is to 
provide a reasonable execution plan. 

c. Semantic Optimization: - It operates on the premise that 
the Optimizer has a basic understanding of the actual 
database schema. When a query is submitted the 
Optimizer uses its knowledge of system constraints to 
simplify or to ignore a particular query if it is guaranteed 
to return an empty result set. This technique holds great 
promise for providing even more improvements to query 
processing efficiency in future relational database 
systems. 

IV. QUERY EXECUTION OPERATORS 

In this section we see how the Operators help in the Query 
Optimization [22, 23]. The various operators discussed are as 
follows: 

a. Selection operation: - The lowest level Query 
processing Operator for accessing data is the file scan. It 
searches and retrieves record for a given selection 
condition. The two scan algorithms used to implement 
the selection operation are linear search and binary 
search. In a linear search, the systems scans each file 
block and test all records to see whether they satisfy the 
selection condition.  If the file is ordered on an attribute, 
and the selection condition is an equality comparison on 
the attribute, then we can use a binary search to locate 
records that satisfy the selection. Selection algorithms 
that use an index are referred as index scans. Index 
structures also referred as access paths, since they 
provide a path through which data can be located and 
accessed. Selections specifying an equality condition can 
use a secondary index. Selections that specify equality 
comparison on a key attribute can use primary index. 

b. Sorting: - It plays an important role in database systems 
for two reasons. First, SQL queries can specify that the 
output be sorted. Second, several of the relational 
operations such as joins can be implemented efficiently. 
We can sort a relation by building an index on the sort 
key and then using that index to read the relation in 
sorted order. Sorting of relations that do not fit in 
memory is called external sorting. The most commonly 
used technique for external sorting is external sort merge 
algorithm. 

c. Join operation: - Join operation is the most important 
one in Query Optimization. It refers to the process of 
calculating the optimal join order that is the order in 
which the necessary tables are joined, when executing a 
query. A join combines records from two tables based on 
some common information. The order of join is a key 
factor in controlling the amount of data flowing between 
each operator in the execution plan. The order in which 
the tables are joined determines the cost and 
performance of the query. The nested loop join requires 
no indices and it can be used regardless of what the join 
condition is. In a nested loop join if an index is available 
on the inner loops join attribute, index lookups can 
replace file scans. This join method is called indexed 
nested loop join. Merge joins can also be used to 
compute natural joins and equi-joins. Like Merge join, 
Hash join can also be used to implement natural joins 
and equi-joins. In hash join, a hash function is used to 
partition tuples of both relations. 

d. Projection operation: - The projection operation is used 
to select data of particular attributes (columns) from a 
single relation and discards the other columns. We can 
implement projection easily by performing projection on 
each tuple, which gives a relation that could have 
duplicate records, and then removing duplicate records. 

e. Set Operation: - We can implement the union, 
intersection and set difference operations by first sorting 
both relations and then scanning once through each of 
the sorted relations to produce the result. For all these 
operations, only one scan of the two input relations is 
required. 
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f. Aggregation Operation: - We can implement aggregate 
operations sum, min, max, count and avg on the fly as 
the groups are being constructed. The cost estimate for 
implementing the aggregate operation is the same as the 
cost for aggregate functions such as min, max, sum, 
count and avg. 
                 The query performance can be measured by 
using three main metrics: - Query cost, Page read and 
Query execution time. 

g. Query Cost: - which is a measure of the CPU and the I/O 
resources used by the query. 

h. Page Read: - They are a set of statements that indicates 
how many pages were read from storage. 

Query execution time: - It measures the total execution 
time of a query in milliseconds. 

The other ways to improve the query performance are 
rewriting the query, normalizing or de normalizing tables and 
adding indexes. Joins in query increase the cost of the query 
and thereby loses its performance. Hence it is best to 
minimize the number of join clauses to ensure optimized 
query performance. Outer joins incur more cost than inner 
joins. So avoid using outer joins. Based on this study we 
propose query optimizer model which is discussed in coming 
section. 

V. PROPOSED QUERY OPTIMIZER MODEL 

The Query Optimizer [26-30] determines the most 
efficient way to execute a SQL statement after considering 
many factors related to the object referenced and the 
conditions specified in the query.  This determination is an 
important step in the processing of any SQL statement and can 
greatly affect the execution time. By default the goal of the 
Query Optimizer is the best throughput.  

To maintain the effectiveness of query optimizer you must 
have statistics that are representative of the data. The Query 
optimizer operations include transforming queries, estimating 
and generating plans. The components of query optimizer are 
depicted in the following figure 1.   

   
                                          Parsed Query 

    
          
 

 
                                 Transformed query 
                                             Statistics 
                                              
 
                                  Query + Estimates        
 
 
                                   
                                  Query Plan 

Figure. 1 Components of Query Optimizer 

The input to the query transformer is a parsed query which 
is represented by set of query blocks. The query blocks are 
nested or interrelated to each other. The main objective of the 

query transformer is to determine if it is advantageous to 
change the form of the query so that it enables generation of a 
better query plan. The end goal of the estimator is to estimate 
the overall cost of a given plan. The estimator generates three 
different types of measures that are selectivity, cardinality and 
cost. Selectivity represents a fraction of rows from a row set. 
Cardinality represents the number of rows in a rows set.  

Whereas Cost represents units of work or resource used. 
The query optimizer uses disk I/O, CPU usage and memory 
usage as unit of work. These measures are related to each 
other and one is desired from another. If statistics are 
available then the estimator uses them to compute the 
measures. The statistics improve the degree of accuracy of the 
measures. The main function of the plan generator is to try out 
different possible plans for a given query and pick the one that 
has the lowest cost.  Modern database systems use a query 
optimizer to identify the most efficient strategy called plan to 
execute declarative SQL queries.The query optimizer 
performs the following steps:- 
a. The optimizer generates a set of potential plans for the 

SQL statement based on available access paths and hints. 
b. The Optimizer estimates the cost of each plan based on 

statistics in the data dictionary for the data distribution. 
c. The Optimizer calculates the cost of access path and 

joins orders based on the estimated computer resources. 
d. The Optimizer compares the costs of the plans and 

chooses the one with the lowest cost. 
After the analysis of different Optimization techniques, 

execution operations according to the three fundamental 
aspects of creation, search strategy and cost function, we 
show here how we can combine them for the implementation 
of an Optimizer component. To keep our explanations simple 
and clear, we prefer describe the model informally. This 
model is independent of the approach taken to optimize the 
query. This model can be used as a general architecture for 
implementing an extensible query optimizer.  

This optimization model consists of following major 
components: the Creator, the Cost evaluator, the Updater, the 
Tester and the Decider. The Creator component takes as its 
input the search tree and selects a state that is to be expanded 
next. Its output is a set of new states that form the input to the 
component cost evaluator. This component determines s the 
cost of each new state. Then the component updater decides 
which state to be eliminated or /and which state to be 
appended from the newly created search tree. This decision 
can be based on comparing the costs of different query 
evaluation plan created so far. Since the search tree has 
changed the Tester might decide to either terminate the search 
or output one query evaluation plan or to continue the creation 
process. In case the search continues, it is the responsibility of 
the decider to determine the next state to be expanded. The 
components Tester, Decider and Updater only depend on the 
representation of the search tree and they do not need to know 
the detailed representation of a state itself.  

The only relevant information needed from a state are the 
cost values of generated query evaluation plans. On the other 
hand the component Creator depends only on the 
representation of the states. This separation and independence 
is advantageous in case a new search strategy should be 

Query Transformer 

Estimator Dictionary 

Plan Generator 
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implemented, cost function should be changed or rewriting 
rules are changed, deleted or added. All of these changes can 
be performed in the corresponding component without 
affecting others. The Creator either generates different query 
evaluation plan for accessing one relation considering the 
different access paths available or adds to an existing query 
evaluation plan another relation by creating a join operator 
and considering different join methods such as nested loop 
join, an index join or a sort merge join. It uses an internal 
cutoff to reduce the number of plans it tries when finding the 
one with the lowest cost. The cutoff is based on the cost of the 
current best plan. If the current best cost is large then the 
Creator tries harder to find a better plan with lower cost. If the 
current best cost is small then the creator ends the search 
swiftly. The Cost evaluator then determines the cost of each 
newly created query evaluation plan using the cost functions. 
The Updater depending on properties of already existing or 
newly created plan, it stores the cheapest plan and all other 
plans are eliminated. The Decider checks if all paths in the 
search tree have been explored. If so the final plan is the 
output, otherwise the search continues. 

We believe that our model provides a well founded basis 
for implementing an extensible Optimizer. One can change 
the search strategy, the cost functions or the query evaluation 
plan creation depending on new or changing requirements 
without affecting the components of the Optimizer.  

VI. CONCLUSION AND FUTURE WORK 

In this paper we have discussed about various Query 
Optimization techniques, various Query Execution Operators 
and Search Strategies used for optimizing a query. We have 
also discussed about the basic principles of Query 
Optimization. We have tried to quantify the factors that 
enhance the performance of the query. We have also proposed 
a simple operational model for Query Optimization that 
incorporates the modularity and flexibility necessary to 
implement an extensible Query Optimizer as required for the 
new generation of database management systems. We believe 
that results of this paper will help to extend the existing 
Optimization techniques to the demanding requirements of 
new application areas. Usage of constraints and methods like 
introducing an additional join to the original query requires 
further study from an implementation point of view.     
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