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Abstract: As we know Traditional computing is not able to fulfil the growing needs for information requirement anywhere anytime. So 
Pervasive computing now a day marks the next generation of computing in which technology follows the current users without any particular 
contribution from their end. Pervasive computing is completely opposite to the desktop paradigm, which makes use of a single user and a single 
device for a particular purpose, on the other hand one who uses pervasive computing gets into use many computational devices and systems 
together and may not be aware that they are doing so, (follows the concept of availability and invisibility).                              
 Pervasive computing follows three basic properties which are interaction, coordination, cooperation of embedded computing devices. These 
sensors have embedded software’s that   provide crucial information about location of the people and devices available for interaction. This 
paper focuses on the basic concepts of pervasive computing and pervasive computing in embedded systems using internet of things. 
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I. INTRODUCTION 

Pervasive computing has come a long way back in 1970’s 
when the computers started coming closer to its users. 
Information technology has come a long way where desktop 
computing is replaced by mobile computing devices that have 
the capacity to interweave itself into everyday life. In 1991, 
Mark Weiser, stated that “the most profound technologies are 
those that disappear”. He said, “they weave themselves into 
fabric of everyday life until they are in distinguishable from it” 
[1]. Computing has also seen a growth from the era of 
mainframe computing which was all about one computer 
being used by many users to the era of desktop computing era 
in which the usage became so much that is gets frustrating at 
times. This is where pervasive computing come into picture 
when distributed computing is followed by mobile computing 
Architecture of Pervasive Computing 
 

 
 

Fig 1: Architecture of Pervasive computing [5] 

 

II. PERVASIVE AND EMBEDDED SOFTWARE 
 

The effect of Moore’s law has made the computing system to 
become cheaper and can be made use in bulk.  The Embedded 
technology is the process of introducing computing power to 
various appliances. These devices have small sensors that’ are 
intended to perform certain specific jobs and processors giving 
the computing power are designed in an application oriented 
way. These computing devices are generally known as 
embedded systems, because they are embedded into larger 
technologies, instead of being only sold as a computer. Unlike 
desktop computers, they basically are for a single user and are 
customized for the same [2]. They rarely have a keyboard, 
hard disk, or display instead they make use of internet for 
communication. 
 

III. PERVASIVE COMPUTING AND INTERNET 
OF THINGS 

The internet of things (IoT) has evolved from pervasive 
computing. Some say there is really no difference or very little 
difference between pervasive computing and IoT. Like 
pervasive computing IoT connected devices communicate and 
provide notifications about the usage. The internet of things is 
on the way to provide vision and turning common objects into 
connected devices. Pervasive Computing basically works with 
the idea of having an environment that is both perceptual and 
invisible and proves beneficial for the users given anytime and 
anywhere. The concept of Pervasive computing evolved since 
1970 when electronic machines (computers) came closer to its 
users [4]. The involvement of information technology into our 
lives has already taken mobile computing technology into the 
next level of computing where information is made available 
to the users anywhere and anytime. His technology was coined 
as the software that was found “EVERYWARE”.   
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IV. EMBEDDED SOFTWARE 
 

Like any desktop system, embedded system needs software. 
These software’s are highly difficult to make because of the 
growing demands in pervasive computing. Instead, software 
for embedded microprocessors is approaching the complexity 
of many desktop computing applications, both in the number 
of lines of code, and the functions being performed.  For 
example, we’re asking software to control complex machinery, 
monitor multiple processes, establish and maintain both voice 
and data communications on mobile connections, and perform 
precise computations for guidance and navigation [3]. 
Software has a unique role to play in the design and use of 
embedded technologies.  The functions of even the simplest 
systems have multiplied over the last decade, as users’ needs 
and processing power have increased.  New and far more 
complex generations of electronic devices require tens or even 
hundreds of thousands of lines of software to deliver on their 
potential.  Yet writing this software is much more difficult 
than writing desktop application software.  Embedded device 
programmers have significant challenges not faced by the 
average desktop programmer.  Because embedded devices lack 
a full range of interaction with the programmer, software can’t 
be developed on the target device itself.  It usually can’t even 
be developed on the same microprocessor and operating 
system used on the device. 
 

V. THE IMPORTACE OF RELIABLE SOFTWARE 
IN PERVASIVE COMPUTING 

The failure of the software in terms of reliability and 
performance has proved to be quite serious on the embedded 
systems. A desktop computer might undergo a software error 
that may crash the application or the computer.  But on the 
other hand, the consequences on the embedded systems is 
much more serious, especially when the devices make use of 
the internet for communication. Also because of the internet, 
the methods for creating embedded software are no longer 
good enough. The demand for new, good quality software is 
becoming high. This leads the industry to hire employees who 
are less experienced and talented for a simple reason to get the 
software written. The Experienced and talented programmers 
have to work in a smarter way to become very productive. 
To a great limit these issues are been faced in the development 
of the software for a number of years. There are number of 
software technologies like class libraries, user interface 
builders, and code generators that help to improve the delivery 
of the complex applications for desktop computers and 
servers.  There’s still too much software to write, for too many 
devices in the era of pervasive computing. 
           
VI. OVERCOMING DEVELOPMENT OBSTACLES 

 
One of the most well-established technology that provides 
reliable applications is OBJECT ORIENTED SOFTWARE. 
This established technology promises more reliable 
applications as object-oriented software.  The Object-oriented 
software provides better methods for modularization of the 
program data that is to be abstracted and also the software 
components that are to be used.  All these features of the 
object-oriented software make it easy to write and maintain a 
program because it breaks down the difficult and complex 
code into small and understandable pieces. The software 
programmers now have to remember lesser number of 
concepts and relationships to write better software’s. 
Also, there is another method to improve the reliability that is 
known as computer aided software engineering or CASE.  
CASE is a generic term for software whose goal is to improve 

the processes behind writing software programs. The CASE 
software packages have different parts of the software creation 
process which includes analysis and designing [8]. 
There have been several limitations with CASE applications: - 
• The process for the development of a software is really a 

complex process and most of the CASE tools have only 
been able to take hold of the front end of the process Also 
as we apply the CASE tools we make that portion of the 
project more reliable and more productive for the 
developers, but it does not translates into a significant 
improvement for a complete project because it fails to 
address the back end that is the implementation and 
testing part. 

 
• Also, the CASE tools are often used as a standardized 

format for storing and exchanging of data. This obviously 
means that if we make an attempt to combine the 
commercial tools into complete development tools we 
would require spending an enormous amount of time and 
energy in data translation and integration. Also, the worst 
part could be that the tools could simply exchange 
information and we had to manually re-enter the data. 

• The process of software development is so complex that 
many CASE tools have to pose artificial restrictions on 
the process or the technical requirements to create a 
working automation framework. The restrictions that are 
put on the architecture used by the developers, often puts 
a limitation to the designing and implementation. Also 
because of these restrictions many developers do not 
prefer working with these constraints. 

 
VII. AN ALTERNATE APPROACH 

Next comes an alternative to the CASE that is UML (Unified 
Modelling Language). The UML combines a number of 
different diagramming techniques to provide a consistent 
definition of the software system. There are a number of 
diagrams such as State charts, Sequence diagrams and object 
modelling diagrams that help the developers to model the 
different aspects such as architecture of the model or either the 
flow of data [6]. 
The most important and unique characteristic of UML is that 
applying it correctly results in an unambiguous model of a 
software system.  This obviously makes use of the software 
libraries to automatically produce the source code from the set 
of UML diagrams.  Also, a number of libraries are used to 
create the diagrams that are used for the implementation of the 
design   and this designing becomes the actual software 
implementation. 
Also, the concept is very powerful in building a software 
because incomplete designs just represent a huge amount of 
software errors. Also, the ability to check the correctness and 
completion of the design and then implementing the software 
directly from the designing part has the ability to make the 
software very much reliable. This complete process helps in 
removing the time-consuming stage of having the hand-coding 
and designing which makes it possible to deliver the final code 
very quickly [7].   
During the development process, the engineers can also 
generate the code directly from the diagrams. The engineers 
make the changes to the code and reflect them back into the 
model. The model, represented by the UML diagrams, and the 
codes stay consistent throughout the life of the software. 
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VIII. CONCLUSION 
 

The promise of ubiquitous computing is to make the life smart 
thus creating a sensor network capable of collecting, 
processing, and sending data and finally communicating as a 
means to adapt the data activity in the essence of network and 
its surroundings and which further leads to enhance human 
experience and quality of life, assisted by computers. The 
idealistic visions painted by the ubiquitous computing 
movement stand in stark contrast to what we see when we boot 
up our computers each day. There is an immediate barrier 
because you have to know how to use a computer to use a 
computer. For example, if you sit in front of computer without 
knowing how to use a mouse we will not be able to do 
anything. It’s unlikely. The computer won’t help you, either, 
since you have to know how to use the computer to ask it for 
help on how to use it! When computers do offer assistance, it 
still tends to fall short of the mark.  
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