A Metrics Based Framework to Improve Maintainability of Reusable Software Components through Versioning
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Abstract: An improvement in maintainability of software components has the potential to affect the maintenance practices. The maintainers are more likely to follow the maintenance process that improves the maintainability of software components. The study presents a method that is intended to improve the maintainability of reusable software components. The study floats the idea of improving maintainability of reusable software components through versioning. It states that on creating a new version of a reusable software component, the maintainability increases. It validates the concept through case study conducted on open source software. The reason for taking open source software as case study is that their probability to be reused is more as compared to other software components. The study makes use of metrics to calculate maintainability and other factors that affect it. The study is also compared with other related studies to exhibit its contribution.
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I. INTRODUCTION

A study has been conducted to determine the effects of versioning on software components. The study has been conducted by using the metrics. Metrics are used to measure the maintainability and cyclomatic complexity of components. The maintainability of software components states their potential to be maintained. It states the ease of maintaining the components [22]. That is, how much effort will be required to maintain the components? If the effort required to maintain the software components is significantly high, then the cost of maintaining components will rise. It can cause budgetary problems for the project such as increasing the cost of maintaining the individual components as well as increasing the overall budget of the project. Now versioning of a software component can be referred to as the improvements, enhancements, upgradation in existing software components [25]. In other words, it can be said that a previous version of a software component is reused while making a new version of that component. While doing so there may be changes in software component. When a new version of a software component is created either a major change is made by adding a new functionality to the component or a minor change is made by making few significant changes in component. The types of changes made to the software components while versioning are reflected by using version numbers [25]. The study proposes a metrics based framework to improve the maintainability of reusable software components through versioning of software components. While proposing the framework the study floats an idea of creating a new version of a reusable software component. The reason is, with the creation of a new version the maintainability of reusable software component increases.

II. RESEARCH OBJECTIVE

The objective of this study is to analyze the maintainability of reusable software components. It tries to determine the factors that affect the maintainability of reusable software components. After determining those factors, it measures the effect of these factors on maintainability. That is, how the maintainability varies in accordance with these factors. Also, the study emphasizes on measuring the effects of versioning on maintainability of reusable software components. While doing such an exercise, the study takes an opportunity to propose a metrics based framework that is intended to improve the maintainability of reusable software components.

III. RESEARCH METHODOLOGY

The methodology that is adopted for conducting the study is to firstly determine the factors that affect the maintainability of reusable software components. It will then identify the metrics that can be used to measure the maintainability and the effect of determined factors on the maintainability. The study will propose a framework that will be intended to improve the maintainability of reusable software components. The proposed framework will be validated through a case study.

IV. FACTORS AFFECTING THE MAINTAINABILITY OF REUSABLE SOFTWARE COMPONENTS

The following factors are considered as the one which are responsible for affecting the maintainability of reusable software components:

A. Size

The factor size affects the maintainability of reusable software components. The more the size of components the more difficult it is to maintain the components. Also it takes more time to understand components large in size. That in turn, increases the effort of maintaining components and finally it has its effects on cost and time to delivery [7] [10].

B. Complexity

The complexity refers to the degree of ease with which the structure and architecture of component is presented [23]. The lesser is the complexity the more will
be maintainability of components. The complexity of a component is affected by the size of component [7]. Complexity is said to be directly proportional to the size of component.

C. Compliance

It refers to the compliance of components with the international standards to maintain the components. That is, it has been checked that whether the rules have been violated while developing, and maintaining components or not. If the rules have been violated, then it will have its effects on the maintainability of components [1] [28].

D. Versioning

Versioning refers to the improvements, enhancements, upgrading software components, and adding new functionality to the components. It also refers to removing errors, bugs, and problems which are faced in the older versions [25]. By this way of maintaining components, it serves two purposes. One it maintains the software component, second it creates a newer version of components. The newer version of software component should be in compliance with the present technological trends.

Though there exist other factors as well which are responsible for affecting the maintainability of reusable software components [16], but measuring the effect of all those factors on maintainability is a tedious task. So, the study is taking note of some of those factors which are considered as important from the title’s view point of study. That is, only those factors are considered that are required to be measured from the title’s point of view.

V. METRICS USED TO MEASURE THE MAINTAINABILITY AND RELATED FACTORS

The factors mentioned in section 4 are measured and their effect on maintainability of reusable software components is analyzed with the help of metrics. Different metrics are used to serve this purpose. A list of such metrics is presented in this section of study.

A. Lines of code

The lines of code metrics is used to measure the size of a software component by counting the number of lines included in a program. The LOC metrics is also referred to as source lines of code (SLOC). It can be used to assess the effort required to develop and to maintain the program or software component [34].

There are two aspects through which the lines of code metrics measure the line of code in software. One is the physical lines of code and the other is logical lines of code. In physical lines of code, the metrics includes all the source lines of code, i.e. it counts all the code lines but excluding the comment lines. Whereas in logical lines of code, only the executable statements are counted irrespective of the language formats. The logical lines of code metrics are independent of language formats and style conventions. Therefore, the logical lines of code often remain the same [34].

The study makes use of logical lines of code metrics (LLOC) for measuring the size of software component.

B. Cyclomatic complexity

The cyclomatic complexity is a software metrics which is used to measure the complexity of software quantitatively. This metrics measures the independent path through a source code to calculate the complexity [17] [23]. The cyclomatic complexity can be calculated for functions, classes, methods, modules of software [4]. This metric produces a number indicating the complexity of software. The more the value of number, the more is the complexity. The more complexity of software means that it is difficult to maintain [4] [17]. The mathematical formula used to calculate cyclomatic complexity is [17] [23]:

Cyclomatic complexity (CC) = E-N+2P

Where P = Number of predicate nodes that contains conditions

E = Number of edges

N = Number of Nodes

C. Compliance

Compliance is actually a measure of software that determines whether software has been developed in accordance with the standard rules or not. If the rules are violated while developing the software, then the compliance of software is affected [1] [28].

The study calculates the compliance of software components in terms of percentage by using the formula [32]:

Compliance = ((Total number of rules – Number of rules violated) / Total number of rules) * 100

D. Maintainability Index

Maintainability Index is software metric that is used to measure the potential of source code to be maintained and to be supported. It gives a measure about the software that how easily its source code can be maintained [3] [14] [21]. Maintainability index is calculated by using a formula which includes other factors such as halstead volume, cyclomatic complexity, and lines of code [3].

After calculating maintainability index a numeric values is obtained ranging from 0 to 100. A higher numeric value means higher maintainability. The range from 0 to 100 is further classified in three levels to rate the maintainability. The level 20 to 100 represents high maintainability, the level 10 to 19 indicates moderate maintainability, and the level 0 to 9 indicates low maintainability [3] [11]. The mathematical formula used for calculating maintainability index is [3]:

MI = MAX (0, (171 – 5.2 * ln (Halstead Volume) – 0.23 * (Cyclomatic Complexity) – 16.2 * ln (Lines of Code)) * 100 / 171)

VI. FRAMEWORK TO IMPROVE MAINTAINABILITY OF REUSABLE SOFTWARE COMPONENTS

The study proposes a framework to improve the maintainability of reusable software components. It floats an idea of creating a new version of a software component to improve its maintainability. It should be noted that the maintainability is different than that of maintenance.
Maintainability – It refers to the degree of ease with which a software component can be maintained. Also it states the tendency of a software component to be maintained [22]. If the maintainability index of a software component increases, it shows that the component can be maintained more easily. Otherwise, if the maintainability index of a software component decreases, it shows that it will be difficult to maintain a software component [10].

Maintenance – Maintenance refers to the process of removing faults, errors, defects, and improving the performance of software components [13]. It is required that a component should have a greater maintainability index, so that there should be a requirement of less effort to maintain the software components.

Whenever, a component is under the process of maintenance, there are changes that occur while maintaining a software component. The quantum of changes may vary as per the requirement of changes. That is, there may occur minor changes or major changes in a software component while maintaining it [25]. These changes then made a new version of a reusable software component which has something different than its previous version. These changes in software components are generally represented using the version numbers. The version numbers are allocated using a numerical set of two or three values separated with ‘.’ or dot. The first number in a version number represents the major changes or the addition of new functionality to the component, the second number in a version number represents the minor but significant changes, the third number in a version number represents the minor and few changes or the bug eliminations made to the software component [25].

The study proposes that when a new version of a reusable software component is created its maintainability improves [10]. The metrics should be used for measuring the maintainability, complexity and other factors as mention in the section 5. It should be used for measuring both the older and newer versions of reusable software components. When the metrics are used to measure the older version, it should be helpful in exhibiting the weak areas of software components, and when the metrics are used to measure the newer versions, it should be helpful in exhibiting the improvements in software components. By way of using metrics, one can assess the exact state of older and newer versions of reusable software components.

This framework has been constructed to serve the requirements of consumer and the producer of reusable software components. As it is a well known fact that the reusable software components can be viewed from two viewpoints such as from the consumer and from the developer’s point of view [13]. Now, this framework facilitates both the consumers and the producers of reusable software components. For consumers: The consumers of reusable software components before selecting a component for use can make use of metrics to assess the maintainability of different versions of reusable software components. They should be able to select those versions of a component that have the high maintainability index. This way of selecting reusable software components will be benefited in the maintenance effort of components [2] [13]. For producers: The producers of reusable software components should be able to produce quality components and with high maintainability index when using this framework. They should be able to assess the exact state of reusable software components before performing the act of maintenance. The metrics can be used to assess the components. The framework will thus be helpful in giving direction to the maintenance of components. The producers can increase the maintainability of reusable software components in order to have better selling prospects [2] [13].

A. Activities to be performed in framework

This section specifies the activities to be performed when using this framework. The activities are again classified according to the consumers and the producers of reusable software components [13].

1) For consumers:
   a. The metrics should be used to measure the maintainability index of different versions of a component.
   b. The version of a component with higher maintainability index should be selected.

2) For producers:
   a. The metrics should be used to assess the exact state of reusable software components before performing the act of maintenance.
   b. It will then identify the weak areas.
   c. The maintainability index can then be increased by applying the required efforts.

B. Case study

The study has taken a case of open source software named as ‘NUnit’ [24]. The study considers the five versions of the current release of NUnit 3.0, i.e. NUnit 3.4.1, 3.2.1, 3.2.0, 3.0.1, 3.0.0. NUnit is a unit testing framework for Microsoft.Net. It is a unit testing tool. It is written in C#.Net. It serves for the testing needs of all .Net languages. It serves the same purpose as is done by the JUnit for java applications. NUnit 3.0 is open source software and is released under the MIT license [24]. This allows for the use of NUnit in free applications and in commercial applications and also in libraries without any limitations [24].

The reason for selecting NUnit as a case study is that it is open source software [24]. The possibility of open source software to be reused is more. That is, the probability of open source software to be reused is more as compared to the non-open source software (proprieter based software). This is because, the open source software is available freely, and their source code is available freely. So making changes in open source software is easier and creating new version of open source software is easier. This makes the open source software more compatible with other software.

C. Results for different versions of NUnit

The study has obtained the results for five versions of current release of NUnit 3.0. These versions are NUnit 3.4.1, NUnit 3.2.1, NUnit 3.2.0, NUnit 3.0.1, and NUnit 3.0.0 [24]. The results for these versions of NUnit are obtained by using two software tools such as ‘visual studio 2015’, and ‘NDepend’ [19] [28].

Visual studio 2015 is used as a tool to measure the maintainability index of different versions of NUnit. The
visual studio 2015 provides an in-built functionality to measure the maintainability index of software. In visual studio 2015, there is a feature called ‘Analyze’ that runs analysis on software and produces the code metrics results [19]. The study has used this functionality to measure the maintainability index of NUnit.

NDepend tool is used to measure the cyclomatic complexity, size, and compliance of NUnit software. The cyclomatic complexity is measured on method basis [28]. The size is measured on the basis of logical lines of code (LLOC) [28]. Compliance of NUnit is measured with the help of summary provided by NDepend for rules violation [28] [31].

1) **NUnit 3.4.1:**

<table>
<thead>
<tr>
<th>Version Name</th>
<th>MI</th>
<th>Avg. CC</th>
<th>Size</th>
<th>Compliance*</th>
</tr>
</thead>
<tbody>
<tr>
<td>NUnit 3.4.1</td>
<td>170.19</td>
<td>2.17</td>
<td>27042LOC</td>
<td>93.19%</td>
</tr>
</tbody>
</table>

2) **NUnit 3.2.1:**

<table>
<thead>
<tr>
<th>Version Name</th>
<th>MI</th>
<th>Avg. CC</th>
<th>Size</th>
<th>Compliance*</th>
</tr>
</thead>
<tbody>
<tr>
<td>NUnit 3.2.1</td>
<td>169.09</td>
<td>2.17</td>
<td>26733LOC</td>
<td>93.87%</td>
</tr>
</tbody>
</table>

3) **NUnit 3.2.0:**

<table>
<thead>
<tr>
<th>Version Name</th>
<th>MI</th>
<th>Avg. CC</th>
<th>Size</th>
<th>Compliance*</th>
</tr>
</thead>
<tbody>
<tr>
<td>NUnit 3.2.0</td>
<td>167.82</td>
<td>2.17</td>
<td>26506LOC</td>
<td>93.87%</td>
</tr>
</tbody>
</table>

4) **NUnit 3.0.1:**

<table>
<thead>
<tr>
<th>Version Name</th>
<th>MI</th>
<th>Avg. CC</th>
<th>Size</th>
<th>Compliance*</th>
</tr>
</thead>
<tbody>
<tr>
<td>NUnit 3.0.1</td>
<td>166</td>
<td>2.14</td>
<td>25298LOC</td>
<td>93.87%</td>
</tr>
</tbody>
</table>

5) **NUnit 3.0.0:**

<table>
<thead>
<tr>
<th>Version Name</th>
<th>MI</th>
<th>Avg. CC</th>
<th>Size</th>
<th>Compliance*</th>
</tr>
</thead>
<tbody>
<tr>
<td>NUnit 3.0.0</td>
<td>165.95</td>
<td>2.14</td>
<td>25160LOC</td>
<td>93.87%</td>
</tr>
</tbody>
</table>

6) **Comparison of different versions of NUnit:**

<table>
<thead>
<tr>
<th>Version Name</th>
<th>MI</th>
<th>Avg. CC</th>
<th>Size</th>
<th>Compliance*</th>
</tr>
</thead>
<tbody>
<tr>
<td>NUnit 3.4.1</td>
<td>170.19</td>
<td>2.17</td>
<td>27042LOC</td>
<td>93.19%</td>
</tr>
<tr>
<td>NUnit 3.2.1</td>
<td>169.09</td>
<td>2.17</td>
<td>26733LOC</td>
<td>93.87%</td>
</tr>
<tr>
<td>NUnit 3.2.0</td>
<td>167.82</td>
<td>2.17</td>
<td>26506LOC</td>
<td>93.87%</td>
</tr>
<tr>
<td>NUnit 3.0.1</td>
<td>166</td>
<td>2.14</td>
<td>25298LOC</td>
<td>93.87%</td>
</tr>
<tr>
<td>NUnit 3.0.0</td>
<td>165.95</td>
<td>2.14</td>
<td>25160LOC</td>
<td>93.87%</td>
</tr>
</tbody>
</table>

* Compliance percentage has been calculated considering the critical rules violations [28].

From the comparison of different versions of NUnit it has been observed that with the increase in versions the maintainability index increases. With the increase in maintainability index and versioning of the software, the size of software increases i.e. lines of code increases. But with the increase in size the complexity of software remains almost consistent, just with few variations. Also the compliance of software remains intact.

Generally, there remains the possibility that with the increase in size the complexity may increase and compliance may decrease. But in this case, both the complexity and the compliance remain consistent. The main objective of the study to improve maintainability of software through versioning is being fulfilled. That is, it is evident that the maintainability index increases with the creation of new version of software. Thus, it can be considered as one of the methods to improve the maintainability of software.

A graph between maintainability index and versions of NUnit software shows that the maintainability index increases as the version of software increases. It can be seen from the graph that when there is a small change from version ‘3.0.0’ to ‘3.0.1’, the increase in maintainability index is also small [25]. When there is a significant increase from version ‘3.0.1’ to ‘3.2.0’, there is a significant increase in maintainability index. This significant increase in maintainability index is also reflected from version ‘3.2.1’ to ‘3.4.1’ [25].

VII. RELATED WORK

Kwon in 1997 conducted a study that investigated the implementation of maintenance activities in conjunction with software reuse. Kwon proposes a model that integrates the activities of software reuse with software maintenance. It proposes to integrate the software maintenance activities with software configuration management activities. It also provides with a prototype named as ‘TERRA’ to implement the proposed model. It addresses the problems faced by software during maintenance such as lack of integrated maintenance and support environment, lack of integrated tools and methods for maintenance related activities of reusable software components [13]. But the study lacks in evaluating that how the maintenance of reusable software components will be affected by integrating it with software configuration management activities. The study conducted in this paper fills this gap by evaluating the effect of software versioning on reusable software components.
Voas in 1998 conducted a research that was intended to upgrade the maintenance process for software components. The study discusses the maintenance issues concerning incompatibility, reliability, and third-party software components. It states an instance of year 2000 (Y2K) problem where the actual life of software exceeds its estimated lifecycle [33]. That in turn causes a problem for maintaining the software. The problem mentioned also relates to the maintenance problems of legacy software components. The solution to these problems lies in versioning of software components. Versioning extends the life of software components, makes the components compatible with the present technological platform, and will be able to increase the reliability of software components as it is a legacy component.

In 2007 Koponen conducted a research on the maintenance processes of open source software projects through defect and version management systems. The study has designed a process framework for maintenance of open source software and tries to measure these processes by using metrics. The study also presents an evaluation framework to measure the maintenance processes of open source software through defect and version management system. The study establishes the relation between maintenance processes and defect management system and measures its effects on maintenance processes [11]. But it lacks in establishing the relation between maintenance processes and version management systems and also lacks in measuring its effects on maintenance processes. The study in this paper establishes the relation between versioning and maintenance by taking a case of open source software. The study concludes that versioning provides a better environment for maintenance of open source software.

Khondhu et. al in 2013 calculated the maintainability index of a population of open source projects. The study tries to establish a relation between the size growth over a period of time and the maintainability index of open source components. It finds that the maintainability index of open source software components increases with increase in size of components. That is, as the number of lines increases in software components over a period of time the maintainability index also increases [10]. These results support the results obtained in this paper of study. Thus, the study by khondhu et. al in 2013 helps to validate this piece of study as it involves a large population of open source software components.

VIII. CONCLUSION AND FUTURE WORK

The study states a method for maintenance of reusable software components. The method is intended to improve the maintainability of reusable software components by creating a new version. It determines the factors that affect the maintainability of reusable software components. It makes use of metrics to calculate the maintainability index. It validates the concept through a case study. In a case study, it determines the effect of factors on maintainability of reusable software components. Through case study, it has been validated that the maintainability index of reusable software components improves with versioning. A comparison of the study is also made with other related studies in order to exhibit its contribution.

In this study, the effects of factors on maintainability of reusable software components mentioned in section 4 have been measured. The concept stated in this study can be extended to reusability for future work. That is, the impact of maintainability on reusability of reusable software components should be measured. It should be checked that how the maintainability affects the reusability of reusable software components.
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