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Abstract: In this paper we illustrate the meaning, definitions and importance of intelligent software agent by contrasting agents with objects. 
Agents are indeed considered to be an evolutionary step forward from objects. The paper is dedicated to visualize the importance and awareness 
of the agents and multi-agents and will give suitable examples on them.  
There are many interesting works showing a methodological approach for Multi-Agent system development. These approaches must be 
compared to identify the best possible Multi-Agent methodology. Furthermore, this paper highlights the multi agents structure, methodologies 
and common applications and provide surveys that allow researchers/developers to determine the directions in which agent-oriented 
methodologies are best suited to achieve goals of a particular project or system. Agents provide software designers and developers with a way of 
structuring applications around autonomous, communicative components and offer a new and often more appropriate route to the development 
of complex computational systems, especially in open and dynamic environments. 
 
Keywords: Multi-agent methodologies; Agent environment; Intelligent agent; Prometheus; agent Percepts; agent actions.   

I. INTRODUCTION 

As we all know very well that software has ever more 
become part of our daily life and as a result, more complex 
problems are being faced by the traditional conceptions of 
software.  

In order to overcome these complex problems, the 
requirements engineering community suggested the need to 
go beyond such conceptions. Many researches worked on 
this issue and are pointing to the need to deal with wider 
aspects in order to be able to understand and model 
requirements for these systems. [1, 2, 3].  

By moving a step ahead from objects towards agents, the 
above mentioned complex problems can be solved. In order 
to support this statement, this paper focus mainly on the 
usage of agents instead of just working with objects and 
there is a comparison of agent and objects. 

A. Definition of Agent: 
An agent is nothing but a computer system which is 

situated in some environment, and that is capable of 

autonomous action in this environment in order to meet its 
design objectives. Wooldridge distinguishes between an 
agent and an intelligent agent, which is further required to 
be reactive, proactive and social. Agents comprises mental 
attitudes such as intentions, beliefs and goals. [4] 

Agent-based systems offer enhanced functionalities, 
greater flexibility, and better security,  reliability and 
robustness. The intensifying agent based technology exhibits 
autonomy and sociality and is proactive. This made the 
applications shift from the object oriented technology to  
agent based systems. [5] 

Agents are autonomous entities that can interact with 
their environments.  Objects and Agents are distinct enough 
to treat them differently. When a system is to be designed, it 
can be chosen as a thought-out mixture of both approaches. 
In some sense, the burden of getting along with other 
technologies is a problem for both the agent and object 
camps. For example, transport policies, directory elements, 
communication factories, transport references. An agent 
interacting with an environment is shown in the Figure-1 
below. 

 

 
Figure 1 : An agent interacting with an environment 
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Some Facts about Agent-based Computing  
a. An agent is a computer system that is capable of 

flexible autonomous action in dynamic, unpredictable, 
typically multi-agent domains.  

b. Intelligent agents are helping astronomers detect some 
of the most dramatic events in the universe, such as 
massive supernova explosions.  

c. Multi-agent systems offer strong models for 
representing complex and dynamic real-world 
environments. For example, simulation of economies, 
societies and biological.  

d. Environments are typical application areas. 
e. Agents provide software designers and developers with 

a way of structuring applications around autonomous, 
communicative components. They offer a new and 
often more appropriate route to the development of 
complex computational systems, especially in open and 
dynamic environments.  

f. Working with Rolls Royce, Lost Wax has developed 
Aerogility, a multi-agent system to help business 
managers better understand the complexities of the 
aerospace aftermarket. [6] 

B. Definition of Object: 
Objects are defined as collections of operations that 

share a state and determine the messages (calls) to which an 
object can respond. [7] 

"Object-orientation" in simulation refers also to the 
execution of models, i.e., whether the experimentation with 
the model happens as message passing between objects. 
Some object-oriented simulation systems are object-oriented 
with respect to both dimensions, some, particularly those, 
that allow also for continuous simulation, support an object-
oriented model design but forego an object-oriented 
execution of the model.  [8] 

Objects represent passive elements, whereas agents 
represents active elements in the software system. Agents 
and objects perform and coordinate their actions in dynamic 
environments to accomplish the organizations’ goals. 

Object can also be reactive, and have an implicit goal as 
that of agents. However, they are not proactive as they 
cannot have multiple goals and of these goals being explicit 
and persistent. More of such important advantages and 
usage of agents over objects will be discussed in this paper 
with some experiments. 

This paper is divided into six sections. The first section 
is this introduction. The second section discusses the related 
work. The third section is about the environment types and 
examples. The fourth section gives the differences between 
agent vs. object. The fifth section is about the structure and 
methodologies of the Multi-agent system and its 
comparison. The last section concludes the work and 
discusses the future of the research. 

II. RELATED WORK 

James Odell discusses some of the differences and 
similarities between agents and objects and lets you decide 
which viewpoint you want to choose. He mentioned that the 
agent-based way of thinking brings a useful and important 
perspective for system development, which is different 
from—while similar to—the object-oriented way. [10] 

However, he brings out only the philosophical 
differences. Uhrmacher illustrates both the technologies - 
agents and objects. He gives importance to both the 
technologies and focused on the usage of both of them  [7] 
However, from this paper, you will get a comparison of 
agent vs. objects with details on Multi-agent system and will 
give the reasons of using agent-oriented software design for 
modeling and simulation that have spawned a plethora of 
research activities and implementations.  

Luiz Marcio et al. gave a practical approach that uses a 
well defined and complex problem producing specifications 
using agent/goal orientation and object orientation could 
guide us to understand better the strengths and weaknesses 
of each approach. [5] 

Silva Viviane, et al 2003 proposed taming agents and 
objects in software engineering and presented a conceptual 
framework that provides a conceptual setting for 
engineering large-scale MASs based on agent and object 
abstractions. The identified set of abstractions is organized 
in terms of a unifying framework, providing software 
engineers with a deeper understanding of the fundamental 
concepts underpinning agent and object notions and their 
relationships. Objects are viewed as abstractions to represent 
passive elements, while agents provide a means of 
representing active elements in the software system. In 
addition, a set of additional abstractions is provided to 
model situations where organizations of cooperating agents 
and objects perform and coordinate their actions in dynamic 
environments to accomplish the organizations’ goals. [11]  

Wooldridge proposed GAIA in which the foundation of 
analysis is based on a Object-Oriented design method called 
Fusion, from which it borrows terminology and notations. 
Their developing process consists of analysis, architecture 
design and detailed design. Later Tooli and Asaadi proposed 
GAIA methodology which is used for the analysis and 
design of agent-based systems. They used an attribute-based 
evaluation framework which addresses four major areas of 
an agent-oriented methodology: concepts, modeling 
language, pragmatics and process. [9] Although GAIA has a 
clear semantic and understandable modeling language, 
GAIA doesn't support several features which include 
traceability and consistency checking There should be some 
improvement in GAIA like integration of these features into 
a supporting tool. Although GAIA provides architectural 
design and requirements analysis, it should provide software 
quality assurance. 

Moreover, there will be detailed review of the structure 
and methodology of agent-based software technology and 
Multi-agent systems that will help in getting a clear 
viewpoint on why agents can be used more widely than 
compared to objects and finally we will propose the best 
suitable Multi-agent methodology that can be selected by the 
Researchers/Developers. 

III. ENVIRONMENT TYPES AND EXAMPLES 

An intelligent software agent firstly perceives its 
environment via sensors, then make use of its actuators to 
accomplish the goals. The examples mentioned in the below 
table-1 will give a clear idea about why to go a step forward 
from objects to agents in order to achieve the intricate goals. 
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A. Examples of Environments & Agents: 
Table 1 : Example of Agents [12] 

AGENT Environment Goals Percepts Actions 

Intelligent 
House 

• occupants enter and 
leave house 

• occupants enter and 
leave rooms 

• daily variation in outside 
light and temperature 

• occupants warm, 
• room lights are on when 

room is occupied 
• house energy efficient 

signals from 
• temperature sensor 
• movement sensor 
• clock 
• sound sensor 

• room heaters 
on/off 

•  lights on/off 

Automatic Car • streets 
• other vehicles 
• pedestrians 
•  traffic signals / lights / 

signs 

• safe 
• fast 
• legal trip 

• camera  
• GPS signals 
• speedometer 
• sonar 

• steer 
• accelerate 
• brake. 

Mail Sorting 
Robot 

conveyor belt of letters route letter into correct bin array of pixel 
intensities 

route letter into bin 

Medical 
diagnosis 
system 

Patient, hospital Healthy patient, 
minimize costs 

Symptoms, 
findings, patient’s 

answers 

Questions, tests, 
treatments 

Part-picking 
robot 

Conveyor belt 
with parts 

Place parts in 
correct bins 

Pixels of varying 
intensity 

Pick up parts and 
sort into bins 

Satellite image 
analysis system 

Images from 
orbiting satellite 

Correct 
categorization 

Pixels of varying 
intensity, color 

Print a 
categorization of 

scene 
Refinery 
controller 

Refinery Maximize purity, 
yield, safety 

Temperature, 
pressure readings 

Open, close 
valves; adjust 
temperature 

Interactive 
English 

tutor 

Set of students Maximize 
student’s score on 

test 

Typed words Print exercises, 
suggestions, 
corrections 

B. Types of environments: 
There are several flavors of Environments. [12] The 

principal distinctions to be made are as follows: 

a. Accessible vs. inaccessible: 
The environment is said to be accessible if the sensory 

apparatus of an agent gives it an access to the complete state 
of environment. The sensors detects all aspects that are 
relevant to the choices of action. The agent may not keep 
any internal state to keep track of the world and so 
accessible environment is the convenient one.  

b. Deterministic vs. nondeterministic: 
The environment is said to be deterministic if the next 

state of the environment and the actions selected by the 
agents are completely determined There are no issues of 
uncertainty in an accessible, deterministic environment for 
an agent. However, if the environment is inaccessible, then 
it may appear to be nondeterministic and this is factual if the 
environment is complex, making it hard to keep track of all 
the inaccessible aspects. Hence from the agent point of 
view,  it is better to think of an environment as deterministic 
or nondeterministic. 

c. Episodic vs. non-episodic: 
An episodic environment is the one in which the 

experience of the agent is divided into  episodes. Each of the 
divided episode consists of the agent perceiving and then 
acting. The agent's actions quality depends on only the 
episode as the subsequent episodes do not depend on what 
actions occur in previous episodes. The agent does not need 
to think ahead and so these environments are much simpler. 

  

d. Static vs. Dynamic: 
An environment is said to be dynamic for an agent if it 

can change while an agent is deliberating, otherwise it si 
said to be static. The environment is said to be semi dynamic 
if it does not change with the passage of time but the 
performance score of an agent does.  

e. Discrete vs. Continuous: 
An environment is said to be discrete there is a limit in 

the number of percepts and actions that are distinct and 
clearly defined. Chess can be considered to be discrete as 
there are fixed number of moves on each turn. Taxi driving 
can be considered to be continuous as the location and speed 
of the taxi and other vehicles sweep through a range of 
continuous values. 

So the most challenging environments are inaccessible, 
nondeterministic, non-episodic, dynamic, and continuous. 

IV. AGENT vs. OBJECT 

A software Agent comprises two basic properties - 
autonomous and situated in an environment. The first 
property of the Agents - being autonomous means that 
agents are independent and make their own decisions. This 
is one of the properties that distinguishes agents from 
objects. 

The second property of Agent - being situatedness does 
not constrain the notion of an agent very much since 
virtually all software can be considered to be situated in an 
environment. 

The types of environments are the one that make agents 
differ from object. Unlike objects, agents are used in an 
environment which is challenging like dynamic, 
unpredictable and unreliable. 
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a. Dynamic Environments: Environments which change 
rapidly are the dynamic environments.  

b. Unpredictable Environments: As the name reflects, 
these environments are unpredictable as it is not 
possible to predict the future states of the environment. 
This is because it is not possible for an agent to have 
perfect and complete information about their 
environment as the environment is being modified in 
ways beyond the agent’s knowledge and influence. 

c. Unreliable Environments: The environments are 
unreliable because the actions that can be performed by 
an agent may fail for reasons which are beyond an 
agent’s control. For example, a robot attempting to lift 
an item may fail for the item being too heavy or for 
other reasons. 

Objects cannot have multiple goals and so they are not 
proactive. So the proactiveness is another property that 
make agent different from objects. 

Agents must be robust to recover from the failures due to 
the challenging environments. In order to achieve this 
robustness, there should be flexibility. And these two 
properties of agents make it differ from objects. 

From the above comparison of agents and objects, we 
can conclude that an Intelligent Agent is a software that 
comprises the following properties 

a) Autonomous – independent, not controlled 
externally 

b) Situated – exists in an environment 
c) Proactive – persistently pursues goals 
d) Reactive – responds (in a timely manner!) to 

changes in its environment 
e) Robust – recovers from failure 
f) Social – interacts with other agents 
g) Flexible – has multiple ways of achieving goals 

In addition to the above mentioned properties, there are 
other properties of agents which we regard as less central 
and are important only for certain agent applications.  

In order to achieve goals, we may need the agents to be 
rational. The property of being rational is that an agent 
should be smart and do not perform ‘dumb’ things such as 
simultaneously committing to two courses of action that 
may result in a conflict. For example, spending money for a 
holiday and at the same time, spending money on the car. A 
detailed analysis of what is meant by ‘rational’ can be found 
in the work of Bratman. [13] This analysis forms the basis of 
the Belief-Desire-Intention model for software agents. [14] 

One definition of agents (strong agency) takes these 
various properties, and are viewed as having mental 
attitudes such as goals, beliefs and intentions. 

V. MULTI-AGENTS 

Multi-agent technology is one of the main research fields 
of distributed artificial intelligence. Agents are used to 
design and implement complex distributed applications as it 
have certain properties such as mobility, learning, and 
autonomy. A network of such cooperating agents each 
covering a well-defined and restricted part of the solution is 
a multi-agent system. The task of the multi-agent system is 
to control and monitor the agents in spite of agents being 
autonomous. [15] 

 
 

A. Definition of Multi-agent System: 
Multi-agent System (MAS) became a significant 

research field of distributed artificial intelligence. An agent 
society of multi-agent is MAS. MAS is also a kind of 
distributed independent system. Through interactive agents, 
MAS implement its expressiveness. MAS focus on the 
research on how to coordinate multi-agent’s goal, 
knowledge, program and strategy with the goal of solving 
problem or taking action together [16]. MAS has huge 
market with very wide field of application. [17] 
Multi-agent systems offer strong models for representing 
real-world environments with an appropriate degree of 
complexity and dynamism. For example, simulation of 
economies, societies and biological environments are typical 
application areas. The use of agent systems to simulate real-
world domains may provide answers to complex physical or 
social problems that would be otherwise unobtainable, as in 
the modeling of the impact of climate change on biological 
populations, or modeling the impact of public policy options 
on social or economic behavior. Agent-based simulation 
spans: social structures and institutions to develop plausible 
explanations of observed phenomena, to help in the design 
of organizational structures, and to inform policy or 
managerial decisions; physical systems, including intelligent 
buildings, traffic systems and biological populations; and 
software systems of all types, currently including 
ecommerce and information agency. [6] 
In multi-agent systems, an additional layer of software 
components is expressed as objects and collections of 
objects which provides infrastructure that embodies the 
support for agents composed of object parts 

B. Application Research on Multi-agent: 
Based on the relevant literatures at home and abroad, 

several main application fields of multi-agent are listed 
below. [17] 

a. Industry: 
One of the activist and the earliest fields of application 

of Multi-agent is the application in industry. Multi-agent 
was firstly used in process management.  

b. Transportation: 
It is suitable to use multi-agent technology in 

transportation because of the distributed characteristic of the 
transportation control system. 

c. Information Processing: 
The demand of information management increased with 

the increase of bulk information. Information overload came 
into view due to the Lack of effective tools for information 
management. The Information filter, Information 
management, information search and collection was the 
approach to deal with information overload. Information 
agent is used in information management to respond to the 
user requests. [18] 

d. Electronic Commerce: 
The development of Internet and electronic commerce 

emerged in the later of 20th century. The Electronic 
commerce allowed online shopping and selling products by 
using credit cards. 
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e. Network: 
In case of network management, the system based-on 

agent contribute to control network and complex system, 
failure prediction, load balancing, information synthesis and 
malfunction analysis.  

f. Software Development: 
Software agent develop multi-agent system by making 

use of computer Distributed Intelligent Forecasting,  

g. Decision-making and Calculating: 
The system forecasting can be resolved using the 

characteristic of multi-agent. 

h. Social Simulation: 
Multi-agent technology can be looked as experimental 

tools of sociology. 

i. Medicine: 
The demands of Medicine application increases with the 

development of computer science technology increases 
steadily and these medical applications based on agent is 
inevitable.  

j. Entertainment: 
Agent can be utilized into interactive theater, computer 

game, and other modes of entertainment. [17] 

C. Multi-agent methodologies and its 
comparison/selection: 

This section will focus on various methodologies of 
Multi-agent system. We will then propose 
comparison/directions to the Researchers/Developers in 
which agent-oriented methodologies are best suited to 
achieve goals of a particular project or system. 

a. Prometheus: 
Prometheus is a methodology which defines a detailed 

process to specify, design and implement intelligent agents 
systems. The basic idea behind Prometheus is that it can be 
easily used by specialists as well as common users. 
Prometheus is focused on systems that use belief–desire–
intention (BDI) agents [23]. The Prometheus is divided into 
three phases: System Specification, Architectural Design 
and Detailed Design where System specification identifies 
the basic system roles through the definition of perceptions, 
actions and shared data objects. The Architectural Design 
defines the agents and their interactions in the system. The 
Detailed design gives detail information about  the agent 
internals.  

The Prometheus modeling generated 10 different 
diagram types. Stakeholders Diagram, Scenarios Diagram, 
Goal Overview Diagram and Roles Diagram are generated 
by System Specification. The Data Coupling Diagram, 
Agent-Role Coupling Diagram, Agent Acquaintance and 
System Overview Diagram were generated in the 
Architectural Design. Finally, the Agent Overview 
Diagrams and Capability Overview Diagrams were 
generated in the Detailed Design. [23] 

b. TROPOS: 
Tropos is a software development methodology focus on 

the requirements aspects allowing a better understanding of 
the environment involved in the system operation. It uses the 

framework [24] that describes the actors, goals and 
dependencies among the actors.  

Tropos is divided into 5 major phases namely Early 
Requirements, Late Requirements, Architectural Design, 
Detailed Design and Implementation. Early Requirements 
allows understanding of a problem by studying an 
organizational setting and the output is  modeled by 
Strategic Dependency and Rationale Dependency. Late 
Requirements also generates artifacts, but describing the 
system-to-be within its operational environment, along with 
relevant functions and qualities. Architectural Design is 
where the system’s global architecture is defined in terms of 
subsystems, interconnected through data, control and other 
dependencies. Architectural design gives the choice of the 
organizational architectural style, the architecture modeling 
and the application of social patterns.   Detailed Design 
gives the behavior of each architectural component is 
defined in further detail and were generated an UML 
diagram with stereotypes and an AUML sequence diagram 
representing the interaction between agents. The 
Implementation phase was not worked in the 
experimentation. Tropos modeling generated 8 artifacts in 
the experimentation. 

c. MaSE: 
MaSE stands for Multi-agent System Engineering 

proposed by Deloach et al.(2001). MaSE is an object-
oriented methodology that supports analysis and design 
phases using agent-orientated techniques. 

MaSE methodology  provides developers guidance from 
requirements to implementation. [19] . MaSE can also be 
considered a powerful methodology in terms of cooperative 
agents concepts, definition of autonomy, proactively and 
autonomy reason and the agent concepts are centered in the 
Roles Diagram and in Goal orientation. [22] 

The development process consists of two main phases: 
analysis and design where in each step related models are 
created. A series of steps are provided to model the system 
in each phase. Models in one step produce outputs that 
become inputs to the next step, which supports traceability 
of the models across all of the steps.  
a) The analysis phase consists of three steps: capturing 

goals, applying use cases, and refining roles.  
Capturing goals identifies High-level goals from 

requirements analysis. These goals are then decomposed 
into sub goals and collected into a tree-like structure. 
Applying use cases generates use-cases and their 
corresponding sequence diagram. Refining roles involves 
role refinement which main task is  to map goals into roles 
where every goal in the system needs a delegated role. 
b) The design phase consists of four steps: creating 

Agent classes, constructing conversations, assembling 
Agent classes, and system design.  

Agent classes creates Agent classes and their interactive 
behavior and Agent class is recognized. Constructing a 
conversation helps designers to construct conversation 
models used by Agent classes. The assembling Agent class 
step creates Agent class internals. In the System design,  
Agent classes are instantiated into actual Agents.  

d. Masup 
MASUP is a Rational Unified Process (RUP) extension 

[25]  that focuses on multi-agent systems development. The 
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methodology aim is to systematically identify the 
applicability of an agent solution during the modeling 
phases. Analysis and Design disciplines are required by 
MASUP. The agent solution identification occurs on the 
analysis and design disciplines through a heuristic over 
activity diagrams. After the identification that an agent 
solution is appropriate for the problem at hand, MASUP 
proposes different diagrams to capture agent characteristics. 
The methodology is fully compatible with RUP and the non-
agent part of the system can be modeled using the traditional 
RUP techniques. 

D. Comparative Analysis 
All discussed methodologies provide a certain degree of 

maturity in terms of process definition. Upon careful review, 
Prometheus and MASUP are considered to be the best 
processes structure through the precise definition of roles, 
activities and artifacts. Tropos and MaSE do not exhibit the 
same firmness for presenting the process structure. For a 
better use of a software development methodology, we 
conclude that a process should be clearly defined. [23] 

None of the methodology support adaptation, 
composition, learning or mobility representation. The future 
agent-oriented methodologies must address an open 
representation issue in this matter. However, it does not 
happen with the organization structure modeling. All the 
methodologies were concerned in a certain level with agent 
relationships representation. Only two methodologies, 
MASUP and Tropos were considered interesting in this 
factor since they provide mechanisms to represent agents’ 
hierarchy.  

In terms of models traceability Prometheus seems to be 
the better methodology. The other three methodologies do 
not have a specific traceability discipline. However, in 
software development, traceability is still an open issue. 
Since multi-agent systems require more aspects to be 
modeled, traceability techniques should be largely enhanced 
for those systems. There should be a start of Traceability 
right in the requirements capture. MASUP and Tropos are 
most suitable in this matter as these methodologies have a 
well-defined requirements phase. The other approaches 
assume that the requirements capture should be done outside 
their scope. 

An agent-oriented approach does not solve all the 
problems. Prometheus, Tropos and MaSE presume that an 
agent solution will be applied from the beginning. MASUP 
has a heuristic to guide role identification throughout the 
methodology. Any methodology does not cover the 
aggregation of roles in agents. Guidelines or clear 
techniques must be established by the new methodologies to 
identify roles and agents during the modeling phases. 

One of the most significant characteristic of multi-agent 
systems is Communication and interaction. All the discussed 
methodologies employ special modeling to signify 
interaction among agents. On the other hand, most 
methodologies neglect agent internal representation. Agent 
internals are captured only by Prometheus. There should be 
proposal of new approaches that shows how the internal 
agent elements get influenced by the external behavior 
expected by software agents. Also, the new approach should 
be able to show which elements are predictable to be found 
on a software agent. 

In terms of implementation platform, methodology 
should be independent. Implementation independence is 
maintained by all the discussed methodologies. Prometheus 
has some studies to translate its representation to the Jack 
platform. Though the better choice for agent-oriented 
methodologies is implementation independence, it is 
interesting the existence of case studies that integrates a 
methodology to a well-known implementation 
infrastructure. 

Agents should interact in the organization in a way that 
their common goal can be achieved. Organization process 
workflow modeling is important to map the agents own 
goals to the society common goal through a workflow that 
coordinate agents actions. This factor is outside the scope of 
all the methodologies examined. This comprises an 
important improvement opportunity for new agent-oriented 
methodologies. [23] 

There are mechanisms to signify the messages 
exchanged by agents in all methodologies. The only 
methodology that uses a proprietary format instead of 
message representation standards is Prometheus. The 
designers can reuse previous work results to model the 
messages in agent communication if standards are used in 
message representation [23] 

VI. CONCLUSION 

This paper has an argument on the importance of agent-
oriented computing to be a suitable software engineering 
model when compared with objects for the design, analysis, 
and development of many modern software systems. This 
paper provides a realistic review of agent-oriented 
mechanisms which support requirements of engineering in 
today's complex application environments. The limitations 
of the object theories and their abstractions are not powerful 
enough to examine the new issues in achieving goals. This 
can be resolved by the companies and researchers which are 
now investigating how agents can contribute to the 
mastering of the complexity of modern large-scale systems. 
Agents can become more widely available and useful if 
migration strategies are provided sooner. Software 
developers has composed agents from objects thereby 
building the infrastructure for agent-based systems which 
act as an support system used for OO (object oriented) 
software system. For example, agents can be reasonably 
expressed as objects. These might include agent names, 
agent communication handles, agent communication 
language components (including encodings, ontology, and 
vocabulary elements), and conversation policies. 

We then moved towards Multi-agent technology that has 
been used in various aspects in the field of society with the 
development of network technology. The ability of solving 
complex problem of the system can be improved with the 
application of multi-agent technology. Moreover, our 
surveys allow Researchers/Developers to determine the 
directions in which agent-oriented methodologies are best 
suited to achieve goals of a particular project or system. To 
conclude the improvement opportunities from the 
comparison done in section-5.4, we propose that an agent-
oriented methodology should: 
a. Use modeling standards; 
b. Be clearly defined with good documentation and case 

studies; 
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c. Define a traceability process among the artifacts 
produced; 

d. Establish clear techniques or guidelines to identify roles 
and agents during the modeling phases; 

e. Model organization structure with relationship types 
other than message exchanging and authority; 

f. Capture agency characteristics such as adaptation, 
learning, mobility and composition; 

g. Organization workflow definition. 
h. Agent internals modeling. 

With the developments in the agent-oriented 
methodologies, research will keep determining the 
directions in which agent-oriented methodologies are best 
suited to achieve goals of a particular project or system. 
Hence, there are various future works that can be done in 
this area. Moreover for the future work, we may integrate 
one innovative example/idea into this intelligent agent 
system. 
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